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# Постановка задачи

# Задача 1.

# 1. Создать последовательный контейнер.

# 2. Заполнить его элементами пользовательского типа (тип указан в варианте). Для пользовательского типа перегрузить необходимые операции.

# 3. Заменить элементы в соответствии с заданием (использовать алгоритмы replace\_if(), replace\_copy(), replace\_copy\_if(), fill()).

# 4. Удалить элементы в соответствии с заданием (использовать алгоритмы remove(),remove\_if(), remove\_copy\_if(),remove\_copy())

# 5. Отсортировать контейнер по убыванию и по возрастанию ключевого поля (использовать алгоритм sort()).

# 6. Найти в контейнере заданный элемент (использовать алгоритмы find(), find\_if(), count(), count\_if()).

# 7. Выполнить задание варианта для полученного контейнера (использовать алгоритм for\_each()) .

# 8. Для выполнения всех заданий использовать стандартные алгоритмы библиотеки STL.

# Задача 2.

# 1. Создать адаптер контейнера.

# 2. Заполнить его элементами пользовательского типа (тип указан в варианте). Для пользовательского типа перегрузить необходимые операции.

# 3. Заменить элементы в соответствии с заданием (использовать алгоритмы replace\_if(), replace\_copy(), replace\_copy\_if(), fill()).

# 4. Удалить элементы в соответствии с заданием (использовать алгоритмы remove(),remove\_if(), remove\_copy\_if(),remove\_copy())

# 5. Отсортировать контейнер по убыванию и по возрастанию ключевого поля (использовать алгоритм sort()).

# 6. Найти в контейнере элемент с заданным ключевым полем (использовать алгоритмы find(), find\_if(), count(), count\_if()).

# 7. Выполнить задание варианта для полученного контейнера (использовать алгоритм for\_each()) .

# 8. Для выполнения всех заданий использовать стандартные алгоритмы библиотеки STL.

# Задача 3

# 1. Создать ассоциативный контейнер.

# 2. Заполнить его элементами пользовательского типа (тип указан в варианте). Для пользовательского типа перегрузить необходимые операции.

# 3. Заменить элементы в соответствии с заданием (использовать алгоритмы replace\_if(), replace\_copy(), replace\_copy\_if(), fill()).

# 4. Удалить элементы в соответствии с заданием (использовать алгоритмы remove(),remove\_if(), remove\_copy\_if(),remove\_copy())

# 5. Отсортировать контейнер по убыванию и по возрастанию ключевого поля (использовать алгоритм sort()).

# 6. Найти в контейнере элемент с заданным ключевым полем (использовать алгоритмы find(), find\_if(), count(), count\_if()).

# 7. Выполнить задание варианта для полученного контейнера (использовать алгоритм for\_each()) .

# 8. Для выполнения всех заданий использовать стандартные алгоритмы библиотеки STL.

ВАРИАНТ 15:

Задача 1

1. Контейнер - список

2. Тип элементов Pair (см. лабораторную работу №3).

Задача 2 Адаптер контейнера – очередь с приоритетами.

Задача 3 Ассоциативный контейнер - словарь

Задание 3

Найти среднее арифметическое и добавить его в конец контейнера

Задание 4

Найти элементы ключами из заданного диапазона и удалить их из контейнера

Задание 5

К каждому элементу добавить сумму минимального и максимального элементов контейнера

UML – диаграмма

![](data:image/png;base64,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)

Код программы

**Pair.h**

#pragma once

#include <iostream>

using namespace std;

class Pair

{

public:

int a;

double b;

friend istream& operator>>(istream& in, Pair& p);

friend ostream& operator<<(ostream& out, const Pair& p);

Pair(int a, double b);

Pair();

Pair(const Pair& p);

~Pair();

Pair& operator=(const Pair& p);

Pair operator-(const Pair& p);

Pair& operator+(int a);

Pair& operator+(double b);

Pair& operator++();

Pair operator++(int);

Pair operator+(const Pair& p);

bool operator!=(const Pair& p) { return !((this->a == p.a) && (this->b == p.b)); }

bool operator==(const Pair& p) { return ((this->a == p.a) && (this->b == p.b)); }

bool operator>(const Pair& p) { return (this->a > p.a) || (this->b > p.b); }

bool operator>=(const Pair& p) { return (this->a >= p.a) || (this->b >= p.b); }

bool operator<=(const Pair& p) { return (this->a <= p.a) || (this->b <= p.b); }

bool operator<(const Pair& p) { return (this->a < p.a) || (this->b < p.b); }

Pair operator \* (Pair& pair)

{

Pair new\_pair;

new\_pair.a = this->a \* pair.a;

new\_pair.b = this->b \* pair.b;

return new\_pair;

}

};

**Pair.cpp**

#include "Pair.h"

Pair::Pair(int a, double b)

{

this->a = a;

this->b = b;

}

istream& operator>>(istream& in, Pair& p)

{

cout << "(int)a : ";

in >> p.a;

cout << "(double)b :";

in >> p.b;

return in;

}

ostream& operator<<(ostream& out, const Pair& p)

{

return (out << p.a << " : " << p.b);

}

Pair::Pair()

{

a = 0;

b = 0;

}

Pair::~Pair()

{

}

Pair::Pair(const Pair& p)

{

a = p.a;

b = p.b;

}

Pair& Pair::operator=(const Pair& p)

{

if (&p == this) return \*this;

a = p.a;

b = p.b;

return \*this;

}

Pair Pair::operator-(const Pair& p)

{

Pair res(a - p.a, b - p.b);

return res;

}

Pair& Pair::operator+(int a)

{

this->a += a;

return \*this;

}

Pair& Pair::operator+(double b)

{

this->b += b;

return \*this;

}

Pair& Pair::operator++()

{

++a; ++b;

return \*this;

}

Pair Pair::operator ++(int)

{

Pair temp = \*this;

this->a++; this->b++;

return temp;

}

Pair Pair::operator+(const Pair& p)

{

this->a += p.a;

this->b += p.b;

return \*this;

}

**main.cpp**

#include "Pair.h"

#include <iostream>

#include <list>

#include <queue>

#include <numeric>

#include <algorithm>

#include <map>

using namespace std;

void ex\_1()

{

cout << "Введите размер листа: " << endl;

int n;

cin >> n;

list<Pair> lst;

Pair p;

for (int i = 0; i < n; i++)

{

cin >> p;

lst.push\_back(p);

}

//1

Pair sr = accumulate(lst.begin(), lst.end(), Pair(0, 0));

sr.a = sr.a / lst.size();

sr.b = sr.b / lst.size();

lst.push\_back(sr);

cout << "Среднее:\n";

for\_each(lst.begin(), lst.end(), [](Pair p) {cout << p << endl; });

//2

cout << "Введите удаляемое: " << endl;

cin >> p;

auto it = remove(lst.begin(), lst.end(), p);

lst.erase(it, lst.end());

cout << "Удаление заданного: " << endl;

for\_each(lst.begin(), lst.end(), [](Pair p) {cout << p << endl; });

//3

cout << "Добавление макс и мин: " << endl;

Pair max = \*max\_element(lst.begin(), lst.end());

Pair min = \*min\_element(lst.begin(), lst.end());

for (Pair& c : lst)

{

c = c + max + min;

cout << c << endl;

}

}

bool operator<(const Pair& pr1, const Pair& pr2)

{

return ((pr1.a < pr2.a) && (pr1.b < pr2.b));

}

void ex\_2()

{

priority\_queue <Pair> lst;

priority\_queue <Pair> tmp;

lst.push(Pair(1, 1.5));

lst.push(Pair(-2, 2.7));

lst.push(Pair(3, -3.2));

cout << "Изначальный список:\n";

//1

Pair sr(0, 0);

while (!lst.empty())

{

cout << lst.top() << endl;

sr = sr + lst.top();

tmp.push(lst.top());

lst.pop();

}

sr.a /= tmp.size();

sr.b /= tmp.size();

cout << "Среднее ариф., добавленное в конец:\n";

while (!tmp.empty())

{

cout << tmp.top() << endl;

lst.push(tmp.top());

tmp.pop();

}

lst.push(sr);

cout << sr << endl;

//2

int k = 1;

int i, j;

Pair res;

cout << "Диапозон: "; cin >> i >> j;

cout << "Ключ: "; cin >> res;

while (!lst.empty())

{

if ((k < i) || (k > j) || (res != lst.top()))

{

tmp.push(lst.top());

}

lst.pop();

k++;

}

cout << "Удаленные элементы из заданного диапозона:\n";

Pair max = tmp.top();

Pair min = tmp.top();

while (!tmp.empty())

{

if (max < tmp.top()) max = tmp.top();

if (tmp.top() < min) min = tmp.top();

cout << tmp.top() << endl;

lst.push(tmp.top());

tmp.pop();

}

//3

cout << "Добавить макс. и мин. к каждому элементу:\n";

while (!lst.empty())

{

tmp.push(max + min + lst.top());

lst.pop();

}

while (!tmp.empty())

{

lst.push(tmp.top());

cout << tmp.top() << endl;

tmp.pop();

}

}

void ex\_3()

{

map <int, int> myMap = { {1, 2}, {2, 4}, {3, 6} };

cout << "Добавляем среднее ариф среди значений в конец:\n";

int sum = 0;

for (auto& p : myMap) {

sum += p.second;

}

int avg = sum / myMap.size();

myMap[0] = avg;

for (auto& p : myMap) {

cout << p.first << ": " << p.second << endl;

}

cout << "Удаляем ключ 2:\n";

myMap.erase(2);

cout << "Добавляем макс и мин значения к значениям ключей:\n";

auto maxIt = std::max\_element(myMap.begin(), myMap.end(),

[](const auto& p1, const auto& p2) { return p1.second < p2.second; });

auto minIt = std::min\_element(myMap.begin(), myMap.end(),

[](const auto& p1, const auto& p2) { return p1.second < p2.second; });

int maxVal = maxIt->second;

int minVal = minIt->second;

for (auto& p : myMap) {

p.second += maxVal + minVal;

cout << p.first << " : " << p.second << endl;

}

}

int main()

{

setlocale(0, "rus");

// ex\_1();

// ex\_2();

ex\_3();

return 0;

}